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1. Задание 1. Разработать класс Стек в соответствии задачей варианта, с реализацией на одномерном динамическом массиве.

1.1. Вариант задания

Вычислить значение арифметического бесскобочного выражения, введенного в виде строки. Операнды операций – это целые числа. Перед вычислением значения выражения следует проверить его на корректность записи операций и операндов.

Требования:

* 1. Определение класса реализовать в отдельном заголовочном файле, реализация методов в файле cpp.
  2. В классе определить: конструктор без параметров и деструктор, а также другие методы управления структурой, для решения задачи.
  3. Разработать программу, тестирования класса.

## 1.2. Абстрактный тип данных (далее АТД) для варианта задания, включая список общих функций из задания.

Абстрактный тип данных StackDynamic

Данные:

size– размер стека, количество операций в мат. выражении;

mass – стек.

Операции:

// Инициализирует стек

void init(string exp);

// Добавляет в конец стека новый элемент

void push(Expression elem);

// Удаляет последний элемент из стека

void pop();

// Возвращает последний элемент в стеке

Expression top();

// Возвращает значение математического выражения

double getResultExpression();

## 1.3. Реализация АТД

АТД реализуется на одномерном динамическом массиве.

class StackDynamic

{

private:

Expression\* mass;

int size;

public:

StackDynamic();

~StackDynamic();

/// <summary>

/// Инициализирует стек

/// </summary>

/// <param name="exp">Математическое выражение</param>

void init(string exp);

/// <summary>

/// Добавляет в конец стека новый элемент

/// </summary>

/// <param name="elem">Новое выражение</param>

void push(Expression elem);

/// <summary>

/// Удаляет последний элемент из стека

/// </summary>

void pop();

/// <summary>

/// Возвращает последний элемент в стеке

/// </summary>

Expression top();

/// <summary>

/// Возвращает значение математического выражения

/// </summary>

/// <returns></returns>

double getResultExpression();

};

Список модулей реализации АТД (или описать где расположена

реализация АТД)

Реализация АТД состоит из двух файлов StackDynamic.h и StackDynamic.cpp.

## 1.4. Таблица тестов

|  |  |  |
| --- | --- | --- |
| Номер теста | Исходные данные | Эталон результата |
| 1 | 11+2-2+2-2\*3+12/4\*3/9 | 8 |
| 2 | 11\*2-2+6\*8/12 | 24 |
| 3 | 11+2-2\*3+4/5 | 7.8 |

## 1.5. Текст исходного кода (листинг) программы

#include "StackDynamic.h"

StackDynamic::StackDynamic()

{

    this->mass = nullptr;

    this->size = 0;

}

StackDynamic::~StackDynamic()

{

}

void StackDynamic::init(string exp)

{

    this->mass = new Expression[1];

    this->size = 1;

    while(!this->mass) this->mass = new Expression[1];

    if (this->mass) {

        Expression obj(exp);

        this->mass[0] = obj;

        if (obj.isPriorityOperation() && isExpression(obj.getLastArg()))

        {

            Expression expNew(obj.getLastArg());

            Expression exp = Expression(

                obj.getFirstArg() +

                obj.getOperation() +

                Expression(obj.getLastArg()).getFirstArg()

            );

            expNew.setFirstArg(to\_string(exp.getResult()));

            this->mass[0] = obj = expNew;

        }

        //Если второй аргумент является мат. выражением - добавляем в стек

        while (isExpression(obj.getLastArg()))

        {

            Expression secondExp(obj.getLastArg());

            if (secondExp.isPriorityOperation() && isExpression(secondExp.getLastArg()))

            {

                Expression expNew(secondExp.getLastArg());

                Expression exp = Expression(

                    secondExp.getFirstArg() +

                    secondExp.getOperation() +

                    Expression(secondExp.getLastArg()).getFirstArg()

                );

                expNew.setFirstArg(to\_string(exp.getResult()));

                obj = secondExp = expNew;

            }

            this->push(secondExp);

            obj = secondExp;

        }

    }

    else {

        throw  exception("Не удалось выделить память \n");

    }

}

void StackDynamic::push(Expression elem)

{

    this->mass = updateSize(this->mass, this->size, this->size + 1);

    this->size++;

    if (this->mass) {

        this->mass[size - 1] = elem;

    }

    else {

        throw  exception("Не удалось выделить память \n");

    }

}

void StackDynamic::pop()

{

    this->mass = updateSize(this->mass, this->size, this->size - 1);

    this->size--;

}

Expression StackDynamic::top()

{

    if (this->size != 0)

        return this->mass[this->size - 1];

    else

        return Expression();

}

double StackDynamic::getResultExpression()

{

    Expression hellper;

    //Пробегаемся с конца стека, удаляя посчитанные значения

    while (this->size != 1)

    {

        int indexLast= this->size - 1;//индекс последнего выражения

        Expression \*last = &this->mass[indexLast];

        Expression \*preLast = &this->mass[indexLast - 1];

        Expression\* prePreLast = &this->mass[indexLast - 2];

        //Если знак операции последнего элемента стека - имеет высокий приоритет

        if (last->isPriorityOperation() || (!preLast->isPriorityOperation() && preLast->getOperation() != '-'))

        {

            preLast->setLastArg(to\_string(last->getResult()));

        }

        else if (preLast->getOperation() == '-') {

            //Если оба числа отрицательны

            if (last->getOperation() == '-')

            {

                last->setOperation('+');

                preLast->setLastArg(to\_string(last->getResult()));

            }

            else {

                //changeNodes(\*last, \*preLast);

                last->setOperation('-');

                //Меняем местами аргументы в связи обнаруженным минусом

                changeArgs(\*last);

                double res = last->getResult();

                if (res < 0)

                {

                    preLast->setOperation('-');

                }

                else {

                    preLast->setOperation('+');

                }

                preLast->setLastArg(to\_string(abs(res)));

            }

        }

        else {

            changeNodes(\*last, \*preLast);

            changeArgs(\*last);

            if (prePreLast->getOperation() == '-')

            {

                preLast->setOperation('-');

                prePreLast->setOperation('+');

                preLast->setLastArg(to\_string(last->getResult()));

            }

            else {

                preLast->setLastArg(to\_string(last->getResult()));

                if (preLast->getOperation() == '-') {

                    changeArgs(\*preLast);

                }

            }

        }

        this->pop();

    }

    return this->mass[0].getResult();

}

2. Задание 2. Разработать класс Стек в соответствии задачей варианта, с реализацией на однонаправленном списке

2.1. Вариант задания

Требования

* 1. Структуру узла определить отдельным классом с набором необходимых методов для инициализации переменных.
  2. Определить класс Стек со структурой узла, реализованного согласно п.1. В классе определить: конструктор без параметров и деструктор для удаления списка, а также другие методы управления структурой, для решения задачи.
  3. Для тестирования созданного класса используйте программу, созданную в задании 1.

## 2.2. Реализация АТД

АТД реализуется на однонаправленном списке.

class LinkedStack

{

private:

LinkedStack\* next;

Expression value;

/// <summary>

/// Возвращает предпоследний элемент в стеке

/// </summary>

LinkedStack\* preTop();

/// <summary>

/// Возвращает предпоследний элемент в стеке

/// </summary>

LinkedStack\* prePreTop();

public:

LinkedStack(Expression elem);

LinkedStack(const Expression& elem);

~LinkedStack();

/// <summary>

/// Добавляет в конец стека новый элемент

/// </summary>

/// <param name="elem">Новое выражение</param>

void push(Expression elem);

/// <summary>

/// Удаляет последний элемент из стека

/// </summary>

void pop();

/// <summary>

/// Возвращает последний элемент в стеке

/// </summary>

LinkedStack\* top();

/// <summary>

/// Возвращает значение математического выражения

/// </summary>

/// <returns></returns>

double getResultExpression(LinkedStack\* head);

};

Список модулей реализации АТД (или описать где расположена

реализация АТД)

Реализация АТД расположена в трех файлах: LinkedStack.cpp и LinkedStack.h

## 2.3. Таблица тестов

Тесты аналогичны тестам из задания 1.

## 2.4. Текст исходного кода (листинг) программы

#include "LinkedStack.h"

LinkedStack\* LinkedStack::preTop()

{

    LinkedStack\* ptr = this;

    while (ptr->next != nullptr && ptr->next->next != nullptr)

    {

        ptr = ptr->next;

    }

    return ptr;

}

LinkedStack\* LinkedStack::prePreTop()

{

    LinkedStack\* ptr = this;

    while (ptr->next != nullptr && ptr->next->next != nullptr && ptr->next->next->next != nullptr)

    {

        ptr = ptr->next;

    }

    return ptr;

}

LinkedStack::LinkedStack(Expression elem)

{

    this->next = nullptr;

    this->value = elem;

    if (elem.isPriorityOperation() && isExpression(elem.getLastArg()))

    {

        Expression expNew(elem.getLastArg());

        Expression exp = Expression(

            elem.getFirstArg() +

            elem.getOperation() +

            Expression(elem.getLastArg()).getFirstArg()

        );

        expNew.setFirstArg(to\_string(exp.getResult()));

        this->value = elem = expNew;

    }

    if (elem.getOperation() != ' ') {

        //Если второй аргумент является мат. выражением - добавляем в стек

        if (isExpression(elem.getLastArg()))

        {

            elem = Expression(elem.getLastArg());

            this->push(elem);

        }

    }

    else {

        throw  exception("Не удалось выделить память \n");

    }

}

LinkedStack::~LinkedStack()

{

    if (this->next != nullptr)

        free(this->next);

}

void LinkedStack::push(Expression elem)

{

    LinkedStack\* stack = this->top();

    stack->next = new LinkedStack(elem);

}

void LinkedStack::pop()

{

    LinkedStack\* preLast = this->preTop();

    free(preLast->next);

    preLast->next = nullptr;

}

LinkedStack\* LinkedStack::top()

{

    LinkedStack\* ptr = this;

    while (ptr->next != nullptr)

    {

        ptr = ptr->next;

    }

    return ptr;

}

double LinkedStack::getResultExpression(LinkedStack\* head)

{

    Expression hellper;

    //Пробегаемся с конца стека, удаляя посчитанные значения

    while (this->top() != head)

    {

        Expression\* last = &this->top()->value;

        Expression\* preLast = &this->preTop()->value;

        Expression\* prePreLast = &this->prePreTop()->value;

        //Если знак операции последнего элемента стека - имеет высокий приоритет

        if (last->isPriorityOperation() || (!preLast->isPriorityOperation() && preLast->getOperation() != '-'))

        {

            preLast->setLastArg(to\_string(last->getResult()));

        }

        else if (preLast->getOperation() == '-') {

            //Если оба числа отрицательны

            if (last->getOperation() == '-')

            {

                last->setOperation('+');

                preLast->setLastArg(to\_string(last->getResult()));

            }

            else {

                //changeNodes(\*last, \*preLast);

                last->setOperation('-');

                //Меняем местами аргументы в связи обнаруженным минусом

                changeArgs(\*last);

                double res = last->getResult();

                if (res < 0)

                {

                    preLast->setOperation('-');

                }

                else {

                    preLast->setOperation('+');

                }

                preLast->setLastArg(to\_string(abs(res)));

            }

        }

        else {//Если операция / или \*

            changeNodes(\*last, \*preLast);

            changeArgs(\*last);

            if (prePreLast != preLast && prePreLast->getOperation() == '-')

            {

                preLast->setOperation('-');

                prePreLast->setOperation('+');

                preLast->setLastArg(to\_string(last->getResult()));

            }

            else {

                preLast->setLastArg(to\_string(last->getResult()));

                if (preLast->getOperation() == '-') {

                    changeArgs(\*preLast);

                }

            }

        }

        this->pop();

    }

    return this->value.getResult();

}

3. Дополнительные задания

3.1. Вариант задания

Разработайте программу тестирования созданных классов, управляемую консольным меню.

3.2. Вариант задания

Реализуйте задачу варианта, используя контейнер stack из STL. Добавьте тестирование в созданную программу.

4. Общие контрольные прогоны программы

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

Выводы

В результате выполнения лабораторной работы были получены навыки по созданию структуры данных стек и ее применению.

Стек был разработан на одномерном динамическом массиве, однонаправленном списке, а также с помощью контейнера stack из STL. Была разработана программа тестирования для проверки правильности вывода результата.